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Abstract Satisfiability Modulo Theories (SMT) refers to the problem of determin-
ing whether a first-order formula is satisfiable with respect to some logical theory.
Solvers based on SMT are used as back-end engines in model checking applications
such as bounded, interpolation-based, and predicate abstraction-based model check-
ing. After a brief illustration of these uses, we survey the predominant techniques
for solving SMT problems with an emphasis on the lazy approach, in which a propo-
sitional satisfiability (SAT) solver is combined with one or more theory solvers. We
discuss the architecture of a lazy SMT solver, give examples of theory solvers, show
how to combine such solvers modularly, and mention several extensions of the lazy
approach. We also briefly describe the eager approach in which the SMT problem is
reduced to a SAT problem. Finally, we discuss how the basic framework for deter-
mining satisfiability can be extended with additional functionality such as producing
models, proofs, unsatisfiable cores, and interpolants.

1 Introduction

In several areas of computer science, including formal verification of hardware and
software, many important problems can be reduced to checking the satisfiability of
a formula in some logic. Several of these problems can be naturally formulated as
satisfiability problems in propositional logic and solved very efficiently by modern
SAT solvers, as described in Chap. 5 of this book. Other problems are formulated
more naturally and compactly in classical logics, such as first-order or higher-order
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logics, with a more expressive language that includes non-Boolean variables, func-
tion and predicate symbols (with positive arity) and quantifiers. There is, of course,
a trade-off between the expressiveness of a logic and the ability to automatically
check the satisfiability of its formulas.

A practical compromise can be achieved with fragments of first-order logic that
are restricted either syntactically, for instance by allowing only certain classes of
formulas, or semantically, by constraining the interpretation of certain function and
predicate symbols, or both. Such restrictions can make the satisfiability problem de-
cidable and, more importantly, allow the development of specialized satisfiability
procedures that exploit properties of the fragment to great advantage for practi-
cal efficiency, even in cases with high worst-case computational complexity. When
semantic restrictions are involved, they can be understood as limiting the interpre-
tations of certain symbols to models of some logical background theory (e.g., the
theory of equality, of integer numbers, of real numbers, of arrays, of lists, and so
on). In those cases, we speak of Satisfiability Modulo Theories (SMT).1

Building on classical results on decision procedures for first-order reasoning,
and on the tremendous advances in SAT solving technology in the last two decades,
SMT has grown in recent years into a very active research field whose defining fea-
ture is the use of reasoning methods specific to logical theories of interest in target
applications. Thanks to advances in SMT research and technology, there are now
several powerful and sophisticated SMT solvers (e.g., Alt-Ergo [25], Beaver [98],
Boolector [35], CVC4 [10], MathSAT5 [51], openSMT [38], SMTInterpol [49],
SONOLAR [132], STP [79], veriT [28], Yices [72], and Z3 [62]) which are being
used in a rapidly expanding set of applications. Application areas currently include
processor verification, equivalence checking, bounded and unbounded model check-
ing, predicate abstraction, static analysis, automated test case generation, extended
static checking, type checking, planning, scheduling, and optimization.

The recent progress in SMT has been driven by several factors, including: a fo-
cus on background theories and classes of problems that occur in practice; liftings
and adaptations of SAT technology to the SMT case; innovations in core algorithms
and data structures; development of abstract constraint solving frameworks and gen-
eral solver architectures to guide efficient implementations; novel search heuristics;
and attention to implementation details.2 A major enabler of this progress has been
SMT-LIB [14], a standardization and benchmark collection initiative collectively
developed and supported by the SMT community, together with its derivative activ-
ities: the SMT workshop, an international forum for SMT researchers and users of
SMT applications or techniques; SMT-COMP [18], an international competition for
SMT solvers supporting the SMT-LIB input/output format [15]; and SMT-EXEC
a public execution service allowing researchers to run experimental evaluations on
SMT solvers.3

1 This terminology originated in [153] and was popularized by the SMT-LIB initiative [14].
2 It is worth noting that many of the same factors are driving improvements in modern SAT research
(see [22] as well as Chap. 5 of this book).
3 http://smtlib.org , http://smt-workshop.org , http://www.smtexec.org .
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This chapter provides a fairly high-level overview of SMT and its main results
and techniques, together with references to the relevant literature for a deeper study.
It concentrates mostly on the predominant approach for implementing SMT solvers,
known as the “lazy approach.” Its essence consists of combining an efficient and
properly instrumented SAT solver with one or more theory solvers, highly special-
ized solvers for problems consisting just of conjunctions of theory literals—atomic
and negated atomic formulas in the language of some particular theory T .

The chapter is structured as follows. The rest of this section provides technical
background information, defining basic notions and terminology used throughout
the chapter. Section 3 describes the lazy approach to SMT in which a SAT solver
and a theory solver cooperate to solve an SMT problem. Section 4 discusses the-
ory solvers for a number of background theories used in SMT applications, and
specifically in model checking. Section 5 focuses on techniques for combining the-
ory solvers for different theories into a solver for a combination of those theories.
Section 6 discusses a few extensions and enhancements to the lazy approach. Sec-
tion 7 describes an alternative to the lazy approach for SMT, aptly named the “eager
approach,” which takes advantage of SAT solvers more directly. Finally, Section 8
presents a number of important functionalities provided by modern SMT solvers
that go beyond mere satisfiability checking, and that have been crucial to the suc-
cess of SMT as an enabling technology in applications like model checking.

1.1 Technical Preliminaries

SMT problems are formulated within first-order logic with equality. Since many
applications of SMT involve different data types, it is more convenient to work
with a sorted (i.e., typed) version of that logic, as opposed to the classical unsorted
version. In this chapter we use a basic version of many-sorted logic [74, 117], which
is adequate for our purposes. More sophisticated typed logics are sometimes used in
the literature. For instance, the SMT-LIB 2 standard is based on a sorted logic with
non-nullary sort symbols and let binders [16]. Other work adopts, and advocates for,
a first-order logic with parametric (universal) types [25, 111, 112].

Syntax We fix an infinite set S of sort symbols and consider an infinite set X of
(sorted) variables, each uniquely associated with a sort in S. A many-sorted sig-
nature Σ consists of a set Σ S ⊆ S of sort symbols; a set Σ P of predicate symbols;
a set Σ F of function symbols; a total mapping from Σ P to the set (Σ S)∗ of strings
over Σ S; and a total mapping from Σ F to the set (Σ S)+ of non-empty strings over
Σ S—where ∗ and + are the usual regular expression operators. For n ≥ 0, a func-
tion symbol f (resp., predicate symbol p) has a unique4 arity n and rank σ1 · · ·σnσ

(resp., σ1 · · ·σn) in Σ if it is mapped to the sort sequence σ1 · · ·σnσ (resp., σ1 · · ·σn).
When n above is 0, f is also called a constant symbol (of sort σ ) and p a proposi-
tional symbol. A signature Σ is a subsignature of a signature Ω , written Σ ⊆Ω , and

4 For simplicity, we do not allow any form of symbol overloading here.
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Ω is a supersignature of Σ , if Σ S ⊆Ω S, Σ F ⊆Ω F, Σ P ⊆Ω P, and every function or
predicate symbol of Σ has the same rank in Σ as in Ω .

A (Σ -)term of sort σ is either a sorted variable x of sort σ ∈ Σ S or an expression
of the form f (t1, . . . , tn) with n ≥ 0 where f ∈ Σ F with rank σ1 · · ·σnσ and ti is a
term of sort σi for i = 1, . . . ,n. An atomic (Σ -)formula is either the symbol ⊥, for
falsity; an expression of the form t1 = t2 with t1, t2 terms of the same sort;5 or an
expression of the form p(t1, . . . , tn) with n ≥ 0 where p ∈ Σ P with rank σ1 · · ·σn
and ti is a Σ -term of sort σi for i = 1, . . . ,n. A (Σ -)literal is an atomic Σ -formula
or an expression ¬ϕ where ϕ is an atomic Σ -formula. A (Σ -)formula is an atomic
Σ -formula or an expression of the form ¬ϕ , ϕ ∨ψ , or ∃xϕ where x is a variable
with sort in Σ S and ϕ and ψ are Σ -formulas. We will write ∃x:σ ϕ instead of ∃xϕ

to indicate that x has sort σ . The other logical connectives as well as the universal
quantifier can be formally defined in terms of the logical symbols above as usual
(e.g., ϕ ⇒ ψ as a shorthand for ¬ϕ ∨ψ; ∀xϕ as a shorthand for ¬∃x¬ϕ; and so
on). Examples of signatures and formulas used in SMT are provided in Section 4.

Free occurrences of a variable in a formula are defined as usual: all variable
occurrences in atomic formulas are free; a variable x distinct from a variable y occurs
free in a formula ¬ϕ , ϕ1∨ϕ2, or ∃y.ψ iff it occurs free respectively in ϕ , in ϕ1 or ϕ2,
or in ψ . A (Σ -)sentence is a Σ -formula with no free variables. If ϕ is a Σ -formula
and x = (x1, . . . ,xn) a tuple of distinct variables, we will write ϕ[x] or ϕ[x1, . . . ,xn]
to express that the free variables of ϕ are in x; furthermore, if t1, . . . , tn are terms
with each ti of the same sort as xi, we will write ϕ[t1, . . . , tn] to denote the formula
obtained from ϕ[x1, . . . ,xn] by simultaneously replacing each occurrence of xi in ϕ

by ti, for i = 1, . . . ,k.

Semantics For each signature Σ and set X ⊆ X of variables whose sorts are in Σ S,
a Σ -interpretation A over X maps

• each sort σ ∈ Σ S to a non-empty set Aσ , the domain of σ in A ;
• each variable x ∈ X of sort σ to an element xA ∈ Aσ ;
• each function symbol f ∈ Σ F of rank σ1 · · ·σnσ to a total function f A : Aσ1 ×
·· ·×Aσn → Aσ (and in particular each constant c of sort σ to a cA ∈ Aσ ),

• each predicate symbol p∈Σ P of rank σ1 · · ·σn to a relation pA ⊆Aσ1×·· ·×Aσn .

A Σ -model is a Σ -interpretation over an empty set of variables. Let A be an Ω -
interpretation over some set Y of variables. When Σ ⊆Ω and X ⊆ Y , we denote by
A Σ ,X the reduct of A to (Σ ,X), i.e., the Σ -interpretation over X obtained from A
by restricting it to interpret only the symbols in Σ and the variables in X . A is an
expansion of a Σ -interpretation B over X if B = A Σ ,X .

Every Σ -interpretation A over some X ⊆ X induces a unique mapping ( )A

from Σ -terms f (t1, . . . , tn) with variables in X to elements of sort domains such that
( f (t1, . . . , tn))A = f A (tA1 , . . . , tAn ). We define a satisfiability relation |= between
such interpretations and Σ -formulas with variables in X inductively as follows:

5 We will use = also to denote equality at the meta-level, relying on the context for disambiguation.
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A 6|=⊥
A |= t1 = t2 iff tA1 = tAn
A |= p(t1, . . . , tn) iff (tA1 , . . . , tAn ) ∈ pA

A |= ¬ϕ iff A 6|= ϕ

A |= ϕ ∨ψ iff A |= ϕ or A |= ψ

A |= ∃x:σ ϕ iff A [x 7→ a] |= ϕ for some a ∈Aσ

where A [x 7→ a] denotes the Σ -interpretation that maps x to a and is otherwise
identical to A . A Σ -interpretation A satisfies a Σ -formula ϕ if A |= ϕ . A set Φ

of Σ -formulas entails a Σ -formula ϕ , written Φ |= ϕ , iff every Σ -interpretation that
satisfies all formulas in Φ satisfies ϕ as well. The set Φ is satisfiable iff Φ 6|= ⊥,
and ϕ is valid iff it is entailed by the empty set.

Theories In SMT, one is not interested in arbitrary models but in models belonging
to a given theory T constraining the interpretation of the symbols in some signature
Σ . We define theories most generally as classes of models with the same signature.
More precisely, a Σ -theory T is a pair (Σ ,A) where Σ is a signature and A is a class
(in the sense of set theory) of Σ -models. Section 4 discusses several examples of
theories commonly used in SMT.

Let T = (Σ ,A) be a Σ -theory. A T-interpretation is any Ω -interpretation A for
some Ω ⊇ Σ such that A Σ , /0 ∈ A. A formula ϕ is satisfiable in T , or T-satisfiable,
if it is satisfied by some T-interpretation A .6 A set Φ of Ω -formulas T-entails an
Ω -formula ϕ , written Φ |=T ϕ , iff every T-interpretation that satisfies all formulas
in Φ satisfies ϕ as well. The set Φ is T-satisfiable iff Φ 6|=T ⊥, and ϕ is T-valid iff
ϕ is T-entailed by the empty set, written as |=T ϕ . T-unsatisfiable abbreviates not
T-satisfiable. These notions reduce to the corresponding ones given earlier when T
is the class of all Σ -models.

Note that, as defined here, T-interpretations allow us to consider the satisfiability
in a Σ -theory T of formulas that contain sort, predicate or function symbols not in Σ .
These symbols are traditionally called uninterpreted. In SMT applications, it is con-
venient to use formulas with uninterpreted constant symbols, which for satisfiability
purposes are analogous to free variables, or with uninterpreted predicate/function
symbols, which can be used as abstractions of other formulas/terms or of operators
not in the theory.

Also note that the notions of theory and T-validity presented here are more gen-
eral than those used traditionally in first-order theorem proving, where a theory is
defined as a recursive set of sentences, the axioms of the theory, and T-validity as
entailment by those axioms. The reason is that every set A of Σ -sentences is charac-
terized by (i.e., has the same set of valid sentences as) a class of Σ -models, namely
the Σ -models of A. In contrast, not every class of Σ -models is characterized by a
recursive, or even non-recursive, set of (first-order) axioms.7

6 Observe that the class of all T-interpretations includes all possible expansions of models in A.
This essentially means that variables and sort, function and predicate symbols not in Σ can be
interpreted arbitrarily.
7 A well-known example of the latter would the SMT theory consisting of a single Σ -interpretation
for the integers with the usual operations.



6 Clark Barrett and Cesare Tinelli

In the next sections, we will often consider the T-satisfiability of conjunctions
(or, equivalently, sets) of literals. We will refer to these conjunctions as constraints
and talk about constraint satisfiability in T .

Abstractions SMT techniques often use propositional abstractions of first-order
sentences. Since our logic properly embeds propositional logic, such abstractions
can be defined as follows. Let us fix a signature Π consisting exclusively of an
infinite set of propositional symbols not contained in any theory signature. Every
quantifier-free formula (qff) of signature Π is in effect a propositional formula, sat-
isfiable in our sense iff it is satisfiable in propositional logic. For every theory sig-
nature Σ , we define an injective mapping ( )a from the set of all atomic Σ -formulas
into Π . This mapping extends homomorphically to a (injective) mapping, also de-
noted as ( )a, from quantifier-free Σ -formulas to quantifier-free Π -formulas (i.e.,
propositional formulas) such that (¬ϕ)a = ¬(ϕa) and (ϕ ∨ψ)a = ϕa ∨ψa for all
qffs ϕ and ψ . We denote by ( )c the inverse homomorphism of ( )a, which is such
that (ϕa)c = ϕ , (¬ϕ)c = ¬(ϕc), and (ϕ ∨ψ)c = ϕc∨ψc for all qffs ϕ and ψ .

We call an SMT solver any program that tries to determine the satisfiability of
some class C of formulas in some theory T . What distinguishes SMT as a field is
the development and use of efficient reasoning techniques specific to the selected
theory and class of formulas.

2 SMT in Model Checking

Model checking has leveraged SMT extensively in the last decade thanks to the
impressive growth in the performance and scope of SMT solvers. The use of SMT
solving in support of software model checking and, more generally, model checking
for infinite-state transition systems is now widespread, as can be seen in the rest of
this book. In this section, we give a general—and necessarily incomplete—sampling
of that by focusing on a few major model checking methods.

Roughly speaking, we could say that all of these methods rely on some encod-
ing of a software or hardware system under analysis as a transition system S whose
state space is represented by the Cartesian product D1 × ·· · ×Dn of finite or in-
finite domains (Booleans, fixed-size bit vectors, integers, and so on) modeled by
some Σ -theory T . The system itself is (implicitly or explicitly) described by a pair
(I[x],Tr[x,x′]) of typically quantifier-free Σ -formulas8 where

• x and x′ are n-tuples of variables semantically ranging over D1×·· ·×Dn;
• I[x] is satisfied exactly by the initial states of S;
• Tr[x,x′] is satisfied by all pairs s,s′ of reachable states of S where s′ is a successor

of s in S.

8 This is an oversimplification because, for instance, several software model checking methods
also rely for efficiency on a separate representation of a program’s control structure as a control
flow graph. See Chap. 16 for more details.
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This representation is analogous to that used in SAT-based model checking (see
Chap. 10) except that the system is formulated in a more powerful logic than
propositional logic, though still endowed with efficient satisfiability checkers: SMT
solvers. The SMT setting has a number of advantages. To start, the first-order lan-
guage allows natural and more or less direct formulations of the system under
analysis—regardless of whether the system has finitely or infinitely many states.
In the finite-state case, these formulations can also be exponentially more com-
pact than propositional ones because they do not need to encode non-Boolean data
types and their operations at the propositional level, which allows better scalability.
Moreover, several SAT-based model checking techniques lift naturally, although not
necessarily immediately, to the SMT case.

BMC and k-induction-based methods The most obvious example of such lifting
is bounded model checking (BMC) [55]. As in the original propositional setting,
one tries to disprove that a given state property P[x] is invariant for the system, i.e.,
true in all reachable states, by looking for a value i≥ 0 such that the formula

I[x0]∧Tr[x0,x1]∧·· ·∧Tr[xi−1,xi]∧¬P[xi] (1)

is satisfiable [66, 4, 97]. Another example is k-induction [145], where one tries to
prove that a given state property P[x] is invariant by looking for a k ≥ 0 such that
(1) is unsatisfiable for all i = 0, . . . ,k and the formula

Tr[x0,x1]∧·· ·∧Tr[xk,xk+1]∧P[x0]∧·· ·∧P[xk]∧¬P[xk+1] (2)

is also unsatisfiable. In both examples, the only differences with the original for-
mulations are that the formulas (1) and (2) are first-order qffs; propositional satis-
fiability is replaced by T-satisfiability; and an SMT solver is used to perform the
satisfiability check. Again, as in the propositional case, any variable assignment that
satisfies (1) can be used to construct a counter-example trace for P. Several enhance-
ments to BMC and k-induction (such as lemma learning, abstraction and refinement,
path compression, termination checks, . . . ) lift to the SMT case as well [66, 97].

Interpolation-based methods Interpolation-based model checking proves a prop-
erty P[x] invariant by constructing a formula R[x] that holds in all reachable states
and entails P[x]. This is done incrementally, for i = 0,1, . . ., by checking the satisfi-
ability of formulas of the form

Ri[x0]∧Tr[x0,x1]∧·· ·∧Tr[xk−1,xk]∧ (¬P[x0]∨·· ·∨¬P[xk]) (3)

for some k > 0, where Ri is a formula satisfied by all states reachable in up to
i-steps, starting with R0 = I. When (3) is unsatisfiable, Ri[x] is generalized to
Ri+1 := Ri[x]∨ Int[x] where Int[x1] is a formula entailed by Ri[x0]∧Tr[x0,x1] and
jointly unsatisfiable with Tr[x1,x2]∧ ·· · ∧Tr[xk−1,xk]∧ (¬P[x0]∨ ·· · ∨¬P[xk]), an
interpolant of those two formulas. The property is proved if at some point Ri+1 is
equivalent to Ri, something that can be checked by verifying the unsatisfiability of
Ri+1[x]∧¬Ri[x]. This method was developed originally in the SAT setting [118].
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However, it immediately lifts to the SMT setting with theories T and language
fragments for which T-entailment is decidable and interpolants exist and are com-
putable (e.g., [119]). Note that in this case a plain SMT solver is not enough, since
procedures for computing theory interpolants are also needed. These procedures,
however, can often be built within existing SMT solvers (see Section 8). See also
Chap. 14A for a comprehensive treatment of interpolation-based methods.

Predicate abstraction-based methods Perhaps the most successful approach to
software model checking so far, described in more detail in Chap. 16, is predi-
cate abstraction. In a predicate abstraction method popularized by the SLAM model
checker and further improved in other tools [8, 99], a program written in a high-level
programming language (such as C or Java) and a safety property P to be checked are
modeled as a system (I[x],Tr[x,x′]) with a distinguished error state directly reach-
able from any state that violates the property.

The system (I,Tr) is abstracted to a finite-state system S = (I,Tr), obtained,
roughly speaking, by replacing predicates (i.e, atoms or other sub-formulas) of I
and Tr by propositional variables. Then, using traditional symbolic model checking
techniques (see Chap. 9), an exhaustive analysis of all the paths of S is performed
to determine if the abstract error state is reachable. If a trace t to that state is found,
it is converted to a formula ϕ that is T-satisfiable exactly when t corresponds to an
execution of the original program that leads to the concrete error state. If ϕ is not
T-satisfiable, the abstraction S is refined using techniques like those described in
Chap. 16 to remove that spurious error trace t. As in the other methods above, all
T-satisfiability checks involved in this process are performed by an SMT solver.

3 The Lazy Approach to SMT

The majority of the work in SMT has focused on the T-satisfiability of quantifier-
free formulas and on theories T for which this problem is decidable. We discuss
that major case here. Let us start by observing that to decide the quantifier-free
T-satisfiability problem it is enough in principle to have a procedure for deciding
the T-satisfiability of constraints (conjunctions of literals): one can first convert any
quantifier-free formula to Disjunctive Normal Form, and then check each disjunct
individually. This solution, however, is impractical because of the frequent exponen-
tial blow-up in the size of the resulting DNF formula. Except for degenerate (and
uninteresting) examples of theories, this blow-up cannot be eliminated in general
because the T-satisfiability of qffs is NP-hard, even if the constraint T-satisfiability
problem is polynomial, as one can easily show by simple reductions from SAT.

To avoid the inefficiencies inherent in DNF conversions, most current SMT
solvers follow a general approach that essentially amounts to constructing and
checking a DNF for the input formula incrementally and as needed. The main
characteristic of this approach, referred to as the lazy approach in the literature
(e.g., [144]), is the combination of one or more specialized constraint satisfiability
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Require: ϕ is a qff in the signature Σ of T
Ensure: output is sat if ϕ is T-satisfiable, and unsat otherwise

F := ϕa

loop
A := get model(F)
if A = none then

return unsat
else

µ := check satT (Ac)
if µ = sat then

return sat
else

F := F ∧¬µa

Fig. 1 A basic SMT solver based on the lazy approach. The function get model implements the
SAT engine. It takes a propositional formula F and returns either none, if F is unsatisfiable, or
a satisfiable conjunction A of propositional literals such that A |= F . The function check satT
implements the theory solver. It takes a conjunction ψ of Σ -literals and returns either sat or a
T-unsatisfiable conjunction µ of literals from ψ .

procedures, or theory solvers, with a conflict-driven clause learning (CDCL) SAT
solver, the SAT engine, used to reason efficiently about the propositional connec-
tives. The approach has several variants, differing in the sophistication of the inter-
action between the SAT engine and the theory solvers. We discuss some of them in
the following.

For the rest of the section, we fix a generic Σ -theory T and assume the existence
of a theory solver, or T-solver for short, that can decide the T-satisfiability of con-
junctions of Σ -literals. We will discuss only a few general desirable features of T-
solvers here. Details on algorithms and techniques for implementing theory solvers
for specific theories of interest in model checking are provided in Section 4. We will
assume that the reader has some familiarity with the inner workings of modern SAT
solvers (see Chapter 5 for a general overview).

3.1 A Basic Lazy SMT Solver

In the most basic version of the lazy approach, with a single Σ -theory T , one ab-
stracts each atom in the input formula by a new propositional variable (as detailed at
the end of Section 1.1), uses the SAT engine to find a model of the formula, a satis-
fying assignment given as a set A of literals, and then asks the T-solver to verify that
the Σ -literals abstracted by this model are jointly T-satisfiable [20, 65]. If the latter
check succeeds, one can conclude that the input formula is T-satisfiable. Otherwise,
one asks the SAT engine for another model—something achievable in the simplest
way by adding a proper blocking lemma, the negation of a subset of the assignment
A, to the original formula and restarting the engine. This process is repeated until
a model consistent with the theory is found, or all possible propositional models
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have been explored with no success—in which case one can conclude that the input
formula is T-unsatisfiable.

A pseudo-code description of this algorithm is provided in Figure 1, with the con-
cretization and abstraction functions ( )c and ( )a defined as in Section 1.1. Current
implementations are based on more sophisticated variations on this basic approach
that exploit advanced features of modern SAT engines and theory solvers to achieve
a tighter integration between them [3, 5, 75, 81, 30]. The most important ones are
described next.

3.2 SAT Engine and Theory Solver Features

For efficient integration, in addition to having all the features usually found in mod-
ern SAT solvers, it is important for the SAT engine to be on-line, i.e., able to take
and process its input progressively, maintaining at all times a set Γ of input for-
mulas and a satisfying assignment for it. Initially, Γ is empty (and so satisfied by
the empty assignment). When a new formula is fed as input, the engine attempts to
modify the current assignment to satisfy the new formula as well, terminating if that
is not possible or waiting for more input formulas otherwise.

T-solvers usually maintain internally at all times a set Λ of literals to be checked
for T-satisfiability. The salient advanced features for these solvers are listed below.

Incrementality Intuitively, a T-solver is incremental if it can be given a set of
literals one at a time and determine each time the T-satisfiability of the newly
expanded internal set Λ with a cost proportional to the size of the addition—as
opposed to the size of Λ . With an incremental T-solver, the model produced by
the SAT engine can be checked for T-satisfiability as it is being constructed, and
so discarded as soon as it becomes T-unsatisfiable. Decision procedures used
for most theories were either already incremental in their original formulation or
have been adapted to be so by SMT researchers.

Backtrackability Incremental solvers are naturally state-based. A state-based T-
solver is backtrackable if, for any of the literals in its current input set L, it is
able to restore inexpensively the state it had right before it was fed that literal.
This feature is crucial to keep an incremental T-solver in sync with the SAT
engine, which itself relies on backtracking to recover from propositional conflicts
generated while attempting to construct a model for its input formula.

Conflict set generation A conflict set for a T-unsatisfiable input set Λ to a T-
solver is a (ideally minimal) subset {l1, . . . , ln} of Λ that is already T-unsatisfiable.
The T-valid formula ¬l1 ∨ ·· · ∨¬ln constructed from this set is called a justifi-
cation or explanation (of Λ ’s unsatisfiability). An explanation can be abstracted
and passed to the SAT engine, to be treated as a learned clause. Its immediate
effect is to create a conflict in the engine and force a backtrack. If it is kept after-
wards, its later effect will be the same as that of learned lemmas in CDCL SAT
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solvers: to drive the search away from other parts of the search space that would
generate the same conflict.

Literal deduction A T-solver with this feature is able to identify consequences
of its current set Λ among a predetermined set L of literals—i.e., identify literals
l ∈ L such that Λ |=T l. This information is useful to the SAT engine which then
does not have to guess the value of these literals. Typically, but not exclusively,
L consists of all atoms occurring in the original input formula (the formula ϕ in
Figure 1), as well as their negation. Theory propagation, the process of communi-
cating entailed literals to the SAT engine, can be partial or exhaustive, depending
on the cost of determining all entailed literals of L. For some theories, such as
for instance difference logic (cf. Section 4.5), exhaustive theory propagation is
extremely cheap and proves highly effective. For others, it pays off performance-
wise to propagate only literals of L that happened to be deduced in the process of
checking the satisfiability of the input set Λ . This is for instance the case for the
(positive) equalities computed by congruence closure in solvers for the theory of
equality (cf. Section 4.1).

Explanation generation With theory propagation, the SAT engine may generate
a conflict involving a theory propagated literal l. For the engine to perform its
conflict analysis and determine how far to backtrack, it is necessary to have an
explanation for l, a formula of the form l1∧·· ·∧ ln→ l where {l1, . . . , ln} is a sub-
set of the literals Λ in the T-solver such that l1, . . . , ln |=T l. Typically, the same
mechanisms and infrastructure used to compute conflict sets can be used to com-
pute these explanations too.9 Explanations need not be minimal, as computing
those can be unacceptably expensive, but should be relatively small since shorter
explanations usually lead to better conflict analysis than longer ones. A compli-
cation and main difference with conflict sets is that literal explanations are (best)
computed a posteriori and as needed, whereas conflict sets are usually computed
as soon as the input set becomes unsatisfiable (see [129] for a discussion).

3.3 A General Framework and Architecture

SMT solvers implementing the many variants of the lazy approach can be described
abstractly and declaratively in terms of a transition system between states of the
form M || F , where M is a sequence of Σ -literals and decision points, and F is
a quantifier-free Σ -formula in conjunctive normal form, or, equivalently, a set of
clauses; an additional distinguished state Fail is used to model the discovery by
the SMT solver that its input formula is T-unsatisfiable [128, 129]. Identifying for
simplicity every Σ -literal l with its propositional abstraction la, the sequence M
represents the propositional assignment being built by the SAT engine, together with
the engine’s non-deterministic guesses; the formula F models the current set of
clauses being processed by the SMT solver. Slightly more concrete versions of this

9 In fact, one can look at a conflict set as an explanation for the literal ⊥.
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framework also model conflict analysis and lemma construction by adding states of
the form M || F || C where M and F are as before and C is a conflict clause for M
and F , a clause T-entailed by F and propositionally falsified by M [111, 139].

This declarative framework has been used to provide a clean formulation of the
different lazy variants and a basis for comparison and formal analysis at an ab-
straction level free of inessential implementation and control details. Its description,
however, is beyond the scope of this chapter. We refer the reader to the original
work [129, 111] or previous survey work [12] for more information and formal cor-
rectness results. Here, we informally describe instead a general modular architecture
for SMT solvers based on the lazy approach, known in the literature as DPLL(T).

The DPLL(T) Architecture The architecture relies on a generic CDCL-style SAT
engine, called DPLL(X), which is parametric in the theory and theory solver used.
Instantiating the parameter X with a theory solver for some theory T produces a
DPLL(T) system that can be seen as a concrete implementation of the abstract frame-
work mentioned above.10 In particular, the engine maintains the partial assignment
M and the current formula F . The T-solver maintains a set Λ of literals—which
at any time is a subset of those in M. The T-solver can be arbitrary as long as it
conforms to a specific, simple interface. The precise details of the interface are not
needed here (the interested reader is referred to [81, 129]). It suffices to know that
the T-solver provides operations that the DPLL(X) engine can invoke to do the fol-
lowing.

• Assert a literal l, that is, ask for l to be added to Λ . This operation is to be invoked
when the DPLL(X) engine adds l to its partial assignment M.

• Ask whether the current set Λ of asserted literals is T-unsatisfiable. This request
can be made by the DPLL(X) engine with different degrees of strength: for the-
ories where deciding unsatisfiability is expensive, it can be more effective for
the engine to rely on a cheap, if incomplete, T-unsatisfiability check while it
is building the partial assignment M, and request a complete one only when M
propositionally satisfies F (and Λ contains all the literals in M).
In response, when it determines the T-unsatisfiability of Λ , the T-solver returns
an explanation of that.

• Request a set of input literals not in Λ that are T-entailed by Λ . The returned
set, which is used for theory propagation, need not include all T-entailed literals.
Note that for this operation the T-solver must know the set of all input literals.

• Request an explanation for a previously theory propagated literal l. Explanations
are used by the DPLL(X) engine during the analysis of conflicts that involve
theory propagated literals.

• Request the T-solver to undo the n most recent assertions, that is, to remove
from Λ its n most recent literals, for some n > 0. This operation is to be invoked

10 The motivation for the abbreviation DPLL in DPLL(T) is historical. At the time the architecture
was proposed [81], CDCL solvers were still commonly referred to as DPLL solvers—in reference
to the work of Davis, Putnam, Logemann and Loveland [60, 61].
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after the engine backtracks to some previous decision level and shrinks its partial
assignment M correspondingly.

DPLL(T) is currently the most popular general architecture for SMT solvers
based on the lazy approach. However, its black-box treatment of the SAT engine
and the theory solvers (originally an asset because it allowed the use of minimally
modified off-the-shelf SAT solvers) is becoming a limitation as research in SMT ad-
vances. A number of alternative architectures have been proposed quite recently that
aim at overcoming these limitations by integrating propositional-level and theory-
level reasoning more tightly [33, 101, 121].

4 Theory Solvers for Specific Theories

In this section, we consider solvers for constraint satisfiability problems in several
specific theories. For each theory, we first describe the signature and semantics of
the theory and then discuss how to solve its constraint satisfiability problem.

4.1 Uninterpreted Function Symbols

We start with the simplest possible theory consisting of a given signature Σ and the
class of all Σ -models. This theory, or rather family of theories parametrized by the
signature, is known as the theory of Equality with Uninterpreted Functions (EUF)
or the empty theory—since it imposes no restrictions on its models.

Conjunctions of literals in this theory can be decided in polynomial time by con-
gruence closure algorithms. For simplicity, we describe a version of the algorithm
assuming no predicate symbols. This assumption loses no generality, because pred-
icate symbols can be handled using a simple encoding: introduce a new sort sym-
bol B and a new function symbol fp of rank σ1 · · ·σnB for each predicate sym-
bol p of rank σ1 · · ·σn, plus a new constant symbol tt of sort B; then, replace
each literal p(t1, . . . , tn) with fp(t1, . . . , tn) = tt and each literal ¬p(t1, . . . , tn) with
fp(t1, . . . , tn) 6= tt.

Let Φ be a set of literals to be checked for satisfiability. Since there are no
predicate symbols, Φ can be partitioned into a set E of equalities and a set D
of disequalities. Let E∗ be the congruence closure of E, defined as the small-
est equivalence relation (over the terms in Φ) that includes E and also satisfies
the congruence property: for every pair of terms f (s1, . . . ,sn) and f (t1, . . . , tn),
( f (s1, . . . ,sn), f (t1, . . . , tn)) ∈ E∗ whenever (si, ti) ∈ E∗ for i = 1, . . .n.11 Then, Φ

is satisfiable iff for each t1 6= t2 ∈ D, (t1, t2) /∈ E∗.

Example 1. Let Φ = { f ( f (a)) = a, f ( f ( f (a))) = a, g(a) 6= g( f (a))}. The equiva-
lence classes induced by E are {a, f ( f (a)), f ( f ( f (a)))}, { f (a)}, {g(a)}, {g( f (a))}.
11 Observe that two terms may be related by E∗ only if they have the same sort.
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Congruence closure requires merging the first two classes and the last two. As a re-
sult, (g(a), g( f (a))) ∈ E∗ and Φ is not satisfiable.

Standard algorithms use directed acyclic graphs (DAGs) to represent terms, and
a union-find data structure [152] to represent equivalence classes of terms. The main
work is in the congruence closure step. A simple O(n2) algorithm for congruence
closure is as follows [124]: seed a work-list with the equalities in E; then, while
the work-list is non-empty, remove an equality, perform a union operation on the
two equivalence classes containing the terms on either side of the equality, and then
examine all pairs of parents (in the DAG) of these terms to see if any of them newly
satisfy the congruence property; if they do, add this new pair to the work-list. Once
the work-list is empty, Φ is satisfiable iff for each disequality t1 6= t2 ∈ D, the find
of t1 is different from the find of t2. More efficient algorithms (O(n logn)) only
require traversing one set of parents after each union operation and include efficient
mechanisms for computing, in the case when Φ is unsatisfiable, a small unsatisfiable
subset of Φ [69, 127].

4.2 Real arithmetic

Next, consider the signature Σ containing a single sort, R, all rational number con-
stants, function symbols {+,−,∗} and the predicate symbol≤, all with the expected
rank. The theory of real arithmetic consists of this signature paired with the stan-
dard model of the real numbers, that is the Σ -model that interprets R as the set R
of the real numbers and the constants and operators in the usual way. Satisfiability
of Σ -formulas in this theory, even with quantifiers, is decidable [115]. Traditionally,
decision procedures for the full theory have not been efficient enough to be practical.
It is worth noting, however, that this is an area of active research and several promis-
ing new approaches are being investigated [84, 102]. Efficient decision procedures
do exist for the satisfiability of appropriately restricted classes of quantifier-free Σ -
formulas in this theory.

Consider, for instance, linear real arithmetic (LRA). Here, formulas are re-
stricted in that the symbol ∗ can only appear if at least one of its two operands
is a rational constant. For illustration purposes, we describe here a simple algorithm
based on Fourier–Motzkin elimination [143]. For convenience, let t1 < t2 abbreviate
¬(t2 ≤ t1) and assume that in all constraints, like terms are combined.

Now, suppose we are given a set Φ of LRA literals. We first eliminate disequali-
ties by replacing t1 6= t2 by t1 < t2∨ t2 < t1. We also eliminate weak inequalities by
replacing t1 ≤ t2 with t1 < t2∨ t1 = t2. These steps introduce disjunctions, but case-
splitting or conversion to DNF can be used to reduce the new problem to several
instances of simple conjunctions of strict inequalities. Next, we eliminate equali-
ties. If t1 = t2 cannot be solved for some variable x, it must either be trivially true or
trivially false. If the former, we remove it; if the latter, Φ is unsatisfiable and we are
done. Otherwise, the equality is equivalent to x = t3 for some term t3. In this case,
we replace x everywhere by t3 and then remove the equality.
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We are left with only conjunctions of strict inequalities, to which we apply
Fourier–Motzkin elimination. We pick a variable x occurring in Φ to eliminate,
and rewrite all constraints containing x as either (i) t1 < x or (ii) x < t2. For every
possible pair of constraints in Φ consisting of a constraint of the form (i) and one of
the form (ii), we introduce the new constraint t1 < t2. We then remove all constraints
containing x, eliminating x from Φ . We repeat with another variable until no more
variables appear in Φ . The result is a set of inequalities over rational constants that
can easily be simplified to ⊥, indicating that Φ is unsatisfiable, or ¬⊥, indicating
that Φ is satisfiable.

Example 2. Let Φ = Φ1 ∪ {w ≤ y} with Φ1 = {x < y+ z, x− y = z−w, y < 0}.
Eliminating ≤ yields two sets of constraints: Φ1 ∪{w < y} and Φ1 ∪{w = y}. In
the first set, solve the equality for x to get x = y+ z−w. After substituting and
combining like terms, we have {0 < w, y < 0, w < y}. Applying Fourier–Motzkin
elimination to y results in {0 < 1, w < 0}. Then eliminating w yields 0 < 0, which
simplifies to⊥. For the second set of constraints, first eliminate w= y by substituting
y for w everywhere to get {x < y+ z, x = z, y < 0}. Next, eliminate x which gives
{0 < y, y < 0}. Fourier–Motzkin elimination on y then again yields 0 < 0. Thus Φ

is unsatisfiable.

Each elimination step in the procedure above introduces in the worst case a
quadratic number of new constraints, making the procedure doubly exponential.
For this reason, Fourier–Motzkin elimination is usually not practical for large sets
of constraints, Though more efficient procedures based on Fourier–Motzkin have
been developed [101, 109], procedures based on the Simplex method are currently
preferred because of their superior overall performance. A Simplex-based algorithm
specialized for use in SMT solvers is given in [70], and further improvements on it
are described in [71, 95, 107].

4.3 Integer arithmetic

Consider now a signature Σ containing a single sort Z, for the integers, all integer
number constants, function symbols {+,−,∗} and the predicate symbol ≤, all with
the expected rank. The theory of integer arithmetic consists of this signature paired
with the standard model of the integers, the Σ -model that interprets Z as the set Z
of the integers, and the constants and operators in the usual way. The satisfiability
of Σ -formulas in this theory, even without quantifiers, is undecidable [115].

The linear integer arithmetic (LIA) fragment is the analog of the LRA fragment
described above: the symbol ∗ can only appear if at least one of its operands is
an integer constant. The fully quantified LIA fragment is also known as Presburger
arithmetic and is decidable using Presburger’s algorithm [135]. More efficient meth-
ods exist for the quantifier-free fragment. Again, for illustration purposes, we de-
scribe here a relatively simple procedure for quantifier-free LIA based on the Omega
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test [21, 110, 137]. This is essentially an integer adaptation of the Fourier–Motzkin
elimination procedure described for the reals above.

Let Φ be a set of LIA literals. As before, we assume that all constraints are
normalized by combining like terms. We divide coefficients in each constraint by
any common factors and check for any contradictions in constraints involving only
constants. Then, we eliminate disequalities by replacing t1 6= t2 with t1 < t2∨ t2 < t1,
where again s < t abbreviates ¬(s≤ t). We similarly eliminate weak inequalities by
replacing (t1 ≤ t2) with t1 < t2 +1.

The next step is the elimination of equalities. If it is possible to solve some equa-
tion for some variable x, we do this and either: (i) halt the procedure and report
Φ is unsatisfiable if the right-hand side of the solved equation reduces to a non-
integer constant; or else (ii) substitute the right-hand side for x in Φ as before. If it
is not possible to solve any equation for a variable while maintaining integer coeffi-
cients, we proceed as follows: let a be the minimum coefficient of any variable and
write the equation it appears in as ax+∑i aixi + c = 0. Let m = |a|+ 1 and define
k m̂od m = k−m

⌊ k
m + 1

2

⌋
. Note that m̂od distributes (modulo m) over both multipli-

cation and addition. Next, apply this operator to both sides of the original equation
to get: ±(x m̂od m)+∑i(ai m̂od m)(xi m̂od m)+ (c m̂od m) = 0 (modulo m). Ex-
panding the definition of m̂od, this can be rewritten as: ±x + ∑i(ai m̂od m)xi +

(c m̂od m) = m · y where y is a fresh variable. This equation can now be used to
eliminate x from the original equation (and indeed from Φ). The new equation still
has the same number of variables, since y was introduced, but in the new equation,
the absolute values of the coefficients of all variables other than y are reduced by a
factor of at least 2/3, while the absolute value of the coefficient of y is in fact |a|. By
repeating this process a logarithmic number of times, we eventually obtain an equa-
tion in which some variable has coefficient ±1 and can thus be eliminated without
introducing any new variables. This process can be used to eliminate all equality
constraints from Φ .

The final step again involves only conjunctions of strict inequalities and is similar
to Fourier–Motzkin elimination. We pick a variable x occurring in Φ to eliminate,
and write all constraints containing x as either (i) ax < t1 or (ii) t2 < bx where a
and b are positive integers. We remove these constraints from Φ and then for every
possible pair consisting of a constraint of the form (i) and a constraint of the form
(ii), we add a new constraint, choosing from the following three alternatives: the real
shadow at2 < bt1; the dark shadow bt1−at2 > ab; and the gray shadow

∨i=b−1
i=1 bx =

t2 + i. The first two are approximations, with the first preserving the soundness and
the second the completeness of the procedure. The gray shadow is exact and can
be used to eliminate x via additional case splitting and equation solving. However,
this can be prohibitively expensive, so one possible strategy is: check whether the
real shadow constraints are sufficient for unsatisfiability; failing that, check whether
the dark shadow constraints are satisfiable; and finally, failing that, check the gray
shadow constraints.

Example 3. Let Φ = {2x = 3w+ 4z, w < x, 2x+ 4z < w}. When solving for x, the
minimal coefficient is 2, so m = 3, and we can derive the new equation−x− z = 3y,



Satisfiability Modulo Theories 17

or x = −3y− z. Substituting into the first equation, we get −6y− 2z = 3w+ 4z, or
w =−2y−2z. Substituting for x and w in the second constraint, we get −2y−2z <
−3y− z or y < z. Substituting for x and w in the third constraint, we get 2(−3y−
z)+4z <−2y−2z or z < y. The real shadow is now unsatisfiable.

As with real arithmetic, better performance is possible by using Simplex-based
algorithms, in this case expanded with additional techniques for obtaining integer
solutions [68, 70, 71, 95, 96].

4.4 Mixed Integer and Real Arithmetic

Sometimes it is desirable to mix integer and real reasoning. A simple solution is
to use two different sorts, Z and R and then create two copies of the arithmetic
symbols, one set for integers and one set for reals. Mapping operators, such as toInt
of rank RZ (returning the integer part of a real) and toReal of rank ZR (returning the
corresponding real) can be used to mix real and integer terms.

Alternatively, mixing can be done by reasoning within the theory of reals with
the addition of a unary predicate symbol Int whose interpretation is exactly the set
of all whole (real) numbers. Often, constraints of interest limit the use of the Int
predicate to variables (as opposed to more complicated terms). In such cases, an
algorithm can be obtained by mixing approaches for LRA and LIA [21, 71].

For example, suppose Φ is a set of literals. Let VZ be the set of variables in Φ

that are constrained by Int, and let VR be the set of remaining variables of Φ . We
can eliminate disequalities and weak inequalities as before. Then, all equations that
contain at least one variable in VR can be eliminated by solving for the variable and
then substituting for that variable in Φ . Next, the remaining variables in VR can be
eliminated by performing Fourier–Motzkin elimination. The result of this step is
a system of equalities and inequalities over only the variables in VZ. Furthermore,
each constraint can be made to have integer coefficients by multiplying through by
the least common multiple of the denominators appearing in its rational coefficients.
The resulting set of constraints can be solved using any algorithm for LIA, such as
the one described above.

4.5 Difference Logic

Difference logic refers to a quantifier-free arithmetic fragment in which all atoms
are of the form x− y ./ c, where ./ ∈ {=,≤,≥}, c is a constant, and x and y are
variables. The background theory may be the theory of real arithmetic, in which
case c can be any rational constant and the fragment is called real difference logic
(RDL). Alternatively, it may be the theory of integer arithmetic, in which case c is
required to be an integer constant and the fragment is called integer difference logic.
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Conjunctions of literals in either IDL or RDL can be solved in polynomial time. A
simple algorithm is as follows [125].

Let t1 < t2 abbreviate ¬(t2 ≤ t1), and eliminate disequalities by replacing ¬(x−
y = c) with x− y < c∨ x− y > c. We similarly eliminate equalities by replacing
(x− y = c) with x− y ≤ c∧ x− y ≥ c. Finally, we write all constraints in terms
of ≤ by applying the following rewriting steps: (i) x− y ≥ c −→ y− x ≤ −c;
(ii) x− y > c −→ y− x < −c; and (iii) x− y < c −→ x− y ≤ c− 1. Step (iii) is
only valid in IDL. For RDL, a slight variation is possible: x−y< c −→ x−y≤ c−δ

where δ is a rational positive constant chosen to be sufficiently small [143].
Now, we form a weighted directed graph with a vertex for each variable and an

edge from x to y with weight c for each constraint x− y ≤ c. The set of constraints
is satisfiable iff there is no cycle for which the sum of the weights on the edges is
negative, which can be determined using standard graph algorithms [48].

Example 4. Let Φ = {x− y = 5, z− y ≥ 2, z− x > 2, w− x = 2, z−w < 0}. After
eliminating equality and rewriting, we have {x−y≤ 5, y−x≤−5, y− z≤−2, x−
z≤−3, w−x≤ 2,x−w≤−2, z−w≤−1}. In the associated graph, the cycle from
x to z to w to x has total weight -2. Therefore, Φ is unsatisfiable.

The algorithm described here is elaborated and extended in [56, 158]. An effi-
cient alternative algorithm based on a reduction to propositional logic is described
in [106].

4.6 Bit Vectors

The theory of fixed-size bit vectors is useful for modeling hardware or low-level
software. The theory signature consists of one sort BVn for each bit width n≥ 1; 2n

binary constants for each such sort, each representing a constant bit vector of width
n; and a large set of operators corresponding to standard hardware and software
operations on bit vectors. For example, t1 ◦ t2 represents the concatenation of bit
vectors t1 and t2 and t[i : j] represents the extraction of bits i through j of t, where
n > i≥ j ≥ 0 and n is the bit width of t.

A conjunction of equations containing only concatenation and extraction oper-
ators can be checked for satisfiability in polynomial time as follows [40, 59]. In
step (i), simple rewrites are used to distribute extraction over concatenation, other
extractions, or constants, until the only arguments of extractions are variables. In
step (ii), whenever an equation contains a concatenation on one side, r ◦ s = t, it
is replaced by two equations: r = t[n− 1 : m] and s = t[m− 1 : 0], where n is the
bit width of t and m is the bit width of s. In step (iii), if a variable x appears as an
argument to two different extractions, x[i : j] and x[k : l], with i≥ k ≥ j, then x[i : j]
is replaced by x[i : k + 1] ◦ x[k : j]. Similarly, if i ≥ l ≥ j, then x[i : j] is replaced
by x[i : l + 1] ◦ x[l : j]. These three steps are repeated until they can no longer be
applied. Let∼ be the equivalence relation over terms induced by the resulting set of
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equations. The original equations are unsatisfiable iff there exist two distinct binary
constants, c1 and c2, such that c1 ∼ c2.

Example 5. Let x be of width 4 and consider the equation 1 ◦ x = x ◦ 0. Step (ii)
produces three new equations: 1 = x[3 : 3], x[0 : 0] = 0, and x[3 : 1] = x[2 : 0]. Then,
step (iii) requires that the last equation be replaced with x[3 : 3]◦x[2 : 1] = x[2 : 1]◦
x[0 : 0]. Repeating step (ii) on this equation gives x[3 : 3] = x[2 : 2], x[2 : 2] = x[1 : 1],
and x[1 : 1] = x[0 : 0]. The equivalence relation induced by all of these equations
equates 0 and 1, so the original equation is unsatisfiable.

Almost any extensions beyond this core fragment of the theory, including just
allowing disequalities, make the constraint satisfiability problem NP-hard. Recent
results show that, depending on the extension, the problem can be NP-complete,
PSPACE-complete, or up to NEXPTIME-complete for the full fragment [77].
Solvers typically handle the general case by first employing a set of rewrite rules
to simplify and normalize parts of the input and then encoding the result as a propo-
sitional satisfiability problem. This can be done by assigning a propositional variable
to each bit in each bit vector variable and then using propositional logic formulas
to encode each equation in terms of these variables—a process known as bit blast-
ing. In reality, the situation is more nuanced as several bit blasting SMT solvers,
including non-DPLL(T ) solvers such as Boolector and STP, bit blast some of their
internal formulas only as needed, and so combine aspects of both the lazy and the
eager approach.

Both the rewrite rules and the method of encoding can dramatically affect per-
formance, as detailed in an extensive set of publications on the subject [7, 19, 24,
35, 36, 42, 80, 98, 116].

4.7 Arrays

Consider a signature Σ with sorts A, I,E (for arrays, indices and array elements) and
function symbols: read, of rank AIE and write of rank AIEA. Then, consider the
theory consisting of all Σ -structures satisfying the axioms:

1. ∀a:A∀ i:I∀v:E read(write(a, i,v), i) = v,
2. ∀a:A∀ i, j:I∀v:E i 6= j⇒ read(write(a, i,v), j) = read(a, j),
3. ∀a∀b:A (∀ i:I read(a, i) = read(b, i))⇒ a = b.

This is the theory of functional arrays with extensionality. (Axiom (3) may be omit-
ted to obtain a theory without extensionality.) This theory is especially useful for
modeling memories or array data structures. The full theory is undecidable although
it contains a number of decidable fragments [32].

A simple algorithm for constraint satisfiability can be obtained by naive instan-
tiation of the axioms plus the use of congruence closure (e.g., [104]). Let Φ be a
set of Σ -literals. With no loss of generality, assume that each element of Φ is a flat
literal, that is, of the form a = b, a 6= b, v = read(a, i), and b = write(a, i,v), where
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a,b, i,v are variables.12 First, replace any disequality a 6= b between array variables
with read(a,k) 6= read(b,k), where k is a fresh variable of sort I. Now, let I be the set
of all variables in Φ of sort I, and replace each formula of the form a = write(b, i,v)
with read(a, i) = v∧

∧
j∈I(i = j∨ read(a, j) = read(b, j)). Since this step introduces

disjunctions, case-splitting or conversion to Disjunctive Normal Form (DNF) can
be used to reduce the new problem to several instances of sets of literals. Each such
instance can be checked for satisfiability using only congruence closure over read,
since write no longer appears in Φ . The set Φ is satisfiable iff one of these instances
is satisfiable.

Example 6. Let Φ = {read(a, i) = v, read(b, i) 6= v, w 6= v, a = write(b, j,w)}. The
reduction replaces the last equation with read(a, j) = w ∧ (i = j ∨ read(a, i) =
read(b, i)). Now, note that if i = j, then congruence closure generates read(a, i) =
read(a, j) and so v = w, contradicting w 6= v. On the other hand, if read(a, i) =
read(b, i), then this contradicts read(b, i) 6= v. Thus, Φ is unsatisfiable.

In practice, various heuristics and optimizations are used to avoid many unnec-
essary axiom instantiations, greatly reducing the number of cases that must be con-
sidered [26, 34, 63, 80, 93, 150].

4.8 Other Theories

There are many other theories of general interest with decision procedures that
have been or could be integrated into SMT solvers. These include theories of fi-
nite sets [46], finite multi-sets [133], inductive data types [13] (lists, records, and
tuples can be handled as special cases), character strings [105], pointers [47, 114],
and floating point numbers [141]. It is also possible to design special-purpose theo-
ries for specific application domains (see, e.g. [126]).

5 Combining Theory Solvers

All constraint satisfiability procedures described in the previous section consider
theories of a single data type. In many applications of SMT, however, including
model checking, one is often interested in the satisfiability of formulas over several
data types (e.g., arrays with integer indices and real values, lists of integers, etc.)
and consequently, over some combination of their theories. An important theoretical
and practical question then is whether and how constraint satisfiability procedures
for different theories can be combined modularly into a single one so as to allow
the construction of theory solvers for a combination of these theories. This section
gives an overview of notable combination methods and results.

12 Any set of literals can be converted into an equisatisfiable set of flat literals by introducing new
variables.
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A general mechanism for combination is available when the desired combina-
tion of theories is axiomatized simply by the union of the axioms of the individual
theories.13 More formally, since theories here are defined as classes of models, a
modular combination of two theories (the combination of more theories is similar)
is defined as follows.

Let T1 = (Σ1,A1) and T2 = (Σ2,A2) be two theories such that Σ1 and Σ2 agree on
the rank they assign to their shared function and predicate symbols.14 The combina-
tion of T1 and T2 is the theory T1⊕T2 = (Σ1⊕Σ2,A) where Σ1⊕Σ2 is the smallest
supersignature of both Σ1 and Σ2, and A = {A | A Σ1, /0 ∈ A1 and A Σ2, /0 ∈ A2}.
These definitions encompass the more traditional view of theories defined by a set
of axioms. In particular, if Ai is the class of all Σi models that satisfy a set Axi of
Σi-sentences for i = 1,2, then A above is the class of all Σ1⊕Σ2-models that satisfy
the set Ax1 ∪Ax2 [138, 155]. Given, for i = 1,2, a decision procedure for the sat-
isfiability of sets of Σi-literals in a Σi-theory Ti, we are interested in constructing a
decision procedure for the satisfiability of sets of Σ1⊕Σ2-literals in T1⊕T2 using
those procedures as black boxes.

5.1 A Basic Combination Method

A combination method originally due to Nelson and Oppen [123], and later adapted
and extended to sorted logics by others [91, 138, 156], provides a general mecha-
nism for combining decision procedures as above. Variants of the method are im-
plemented in all major SMT solvers. Its essence is captured by the following non-
deterministic procedure.

The Nelson–Oppen procedure Let Γ be a set of literals in the combined signature
Σ1⊕Σ2. (i) First, purify Γ by constructing an equisatisfiable literal set Γ1∪Γ2 where
each Γi consists of Σi-literals only. This can be easily done by finding a pure (i.e., Σi-
for some i) subterm t, replacing it with a new variable v, adding the equation v = t
to the set, and then repeating this process until all literals are pure. (ii) Then get the
component satisfiability procedures to agree on the values assigned to the shared
variables15 of Γ1 and Γ2, the variables appearing in both Γ1 and Γ2. This is done by
guessing an arrangement of V , that is, a set arr(V ) of equations and disequations
encoding an equivalence relation over V (and so expressing which pairs of variables
take the same value and which do not). (iii) Finally, check each Γi locally for Ti-
satisfiability under the chosen arrangement.

If each satisfiability procedure finds its respective input Γi ∪ arr(V ) satisfiable,
report the original set Γ to be T1⊕T2-satisfiable. Otherwise, repeat steps (ii) and

13 An example of a theory which is not a modular combination in this sense is the theory of finite
sets with cardinality. This theory includes the theory of finite sets and the theory of integers, but
also additional, mixed axioms defining the cardinality operator.
14 Shared symbols with (same name but) different ranks can always be renamed apart.
15 Also called interface variables in recent literature—see, e.g., [37].
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(iii) with another arrangement. If no suitable arrangement exists, report Γ to be
T1⊕T2-unsatisfiable. ut

The non-deterministic combination procedure above yields a decision procedure
for a large class of theories. Its main requirement is that T1 and T2 be disjoint in the
sense of not sharing any function or predicate symbols. The procedure is terminat-
ing simply because the purification step is terminating and the number of possible
arrangements is finite (although exponential in the number of shared variables). The
procedure is refutationally sound for any two disjoint theories: every set it declares
T1⊕T2-unsatisfiable is indeed so. Without additional restrictions the method is not
refutationally complete, as it may fail to detect the unsatisfiability of its input for
certain pairs of disjoint theories [157]. It becomes complete if both T1 and T2 are
stably infinite over the sorts they share [131, 154, 156]. A Σ -theory T is stably infi-
nite over a sort σ in Σ if every T-satisfiable quantifier-free Σ -formula is satisfiable
in a T-interpretation that interprets σ as an infinite set.

Many theories of interest in SMT applications are indeed stably infinite over
some or all of their sorts. Examples include the various theories of arithmetic dis-
cussed in Section 4 and the theory of arrays, which is stably infinite over its array,
index and element sorts. However, some are not—most notably the theory of bit
vectors described in Section 4.6.

With disjoint stably infinite theories the combination method has an exponential
worst-case time complexity in general. More precisely, if the constraint satisfiabil-
ity problem for Ti can be decided in time O( fi(n)) for i = 1,2, the corresponding
problem for T1⊕T2 can be decided in time O(2n2 × ( f1(n)+ f2(n))), with the ex-
ponential factor due to the need to guess the right arrangement [131].

5.2 Combination Variants and Extensions

Actual implementations of the non-deterministic procedure sketched above try to
reduce its exponential penalty by reducing the amount of guessing with arrange-
ments. The most common approach is to check the satisfiability of Γ1 and Γ2 lo-
cally and then deduce and propagate, from one component decision procedure to
the other, disjunctions of shared equalities entailed by Γ1 or Γ2. This is particularly
effective when T1 and T2 are both convex over the sorts they share because then
it is enough for completeness to consider only individual entailed equalities. A Σ -
theory T is convex over a sort σ ∈ σS if for all sets Φ of Σ -literals and all sets E
of equalities between variables of sort σ , Φ |=T

∨
e∈E e iff Φ |=T e for some e ∈ E.

With convex theories, worst-case time complexity of the combination goes down to
O(n4× ( f1(n)+ f2(n))) [131].

With non-convex theories, or convex theories for which computing entailed
equalities is expensive, another approach is to check the Ti-satisfiability of Γi alone
for some i= 1,2 and, once a model Ai is found, make the optimistic assumption that
Γj∪arr(V ) is T j-satisfiable, where j 6= i and arr(V ) is the arrangement of V induced
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by Ai. If Γj∪arr(V ) is unsatisfiable because of some of the literals in arr(V ), a new
model for Γi with different truth values for those literals must be found. For some
theory combinations, this heuristic approach is highly effective in practice [64].

The stable infiniteness requirement can be relaxed for one theory if the other
satisfies stronger properties [112, 138, 157]. However, the equality sharing mech-
anism of the original combination procedure needs to be extended to certain car-
dinality constraints. The most general results so far in the context of many-sorted
logic are described in [100]. A case for using a typed logic with parametric types
to frame and generalize Nelson–Oppen combination is provided in [112]. A few
extensions have been proposed to lift the disjointness restriction, most notably by
Ghilardi and his collaborators, although their interest thus far has been mostly theo-
retical [88, 91, 155]. Recent work, however, uses Ghilardi’s results to develop novel
SMT-based LTL model checking algorithms [89, 90, 92].

6 SMT Solving Extensions and Enhancements

The scope of SMT solvers, especially those based on the lazy approach, has been
extended further in a number of directions. Also, several solvers contain further
enhancements aimed at improving their overall performance. We briefly describe a
few significant extensions and enhancements next.

Multiple Theories When working with multiple theories T1, . . . ,Tn that can be
combined with the Nelson–Oppen method, one can generate a single theory solver
for their combination T by combining the constraint satisfiability procedures for
various theories, as described in Section 5. With solvers based on the DPLL(T)
architecture a better approach is to develop a independent theory solver for each
theory and extend the interface of the SAT engine so that it interacts directly with
each theory solver and coordinates among them as Nelson–Oppen-style, to maintain
soundness and completeness.

A general framework for doing this is known as delayed theory combination
(DTC) [29, 37]. At the level of abstract transition systems described in Section 3.3,
the essence of DTC is to work again with states of the form M || F except that now
every atom occurring in M or in F is pure, i.e., in the signature of one of the theo-
ries T1, . . . ,Tn. A preprocessing purification step can be applied to the SMT solver’s
input to guarantee this for the initial formula F0. The atoms in M come from F0
or from the set S of all interface equalities, equalities between variables that occur
in two atoms of F0 belonging to different theories. The SAT engine is modified so
that it also determines, by guessing, the truth value of the atoms in S, in addition to
those in F0. In its more general and advanced form, DTC benefits from changes to
the theory solvers as well that enable them to propagate entailed interface equalities
or disjunctions of them, thus reducing the SAT engine’s guesswork. More details
on DTC together with a study of its relative merits with respect to the encapsula-
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tion approach mentioned at the beginning can be found in [37]. A general abstract
formulation of multi-theory lazy SMT that encompasses DTC is provided in [111].

Quantifiers Checking the satisfiability of quantified formulas is a long-standing
challenge in SMT. A typical use of quantifiers in input formulas is to provide ax-
iomatic definitions for function or predicate symbols not in the solver’s background
theories. In model checking applications, other uses of quantifiers include assertions
involving all the elements of a collection datatype (such as arrays and sets) and as-
sertions about concurrent systems (which for instance quantify over all processes).
Extending decision procedures to such quantified formulas without losing termina-
tion is in general impossible because of basic undecidability results for first-order
logic. In fact, even maintaining (refutational) completeness is already difficult, both
in theory and in practice.

While the T-satisfiability of quantified formulas is decidable for certain theo-
ries T (such as, for instance, the theory of real numbers), their decision proce-
dures use quantifier elimination methods, which convert formulas into T-equivalent
quantifier-free ones, and are quite heavy computationally. Furthermore, these meth-
ods normally break down in the presence of additional symbols, such as uninter-
preted ones. As a consequence, SMT solvers use incomplete methods based on in-
stantiating quantified formulas into a set of ground ones.16 Existential quantifiers
in formulas of the form ∀x1 · · ·∀xn∃xϕ (with n≥ 0) are eliminated by dropping ∃x
and replacing all free occurrences of x in ϕ by the term f (x1, . . . ,xn) where f is a
fresh (uninterpreted) function symbol or arity n. Then, each universally quantified
formula ∀xϕ is conjoined with a number of its instances, obtained from the qff ϕ

by replacing its free occurrences of x with some ground term of the same sort. The
selection of these instances is driven by incomplete heuristics.

The most common strategy is to select for instantiation ground terms that are rel-
evant to ∀xϕ , according to some heuristic relevance criterion. The SMT solver tries
to find a subterm t[x] of ∀xϕ properly containing x, a ground term g among those in
its working memory, and a subterm s of g, such that t[s], the result of replacing x by s
in t, is T-equivalent to g. The expectation is that instantiating x with s is more likely
to be helpful than instantiating it with an arbitrary ground term. In terms of unifi-
cation theory [6], checking that |=T t[s] = g is a special case of T-matching. In the
context of SMT, because of the richness of the background theory T , it may be very
difficult if not impossible to determine whether an arbitrary term T and a ground
term g T-match. As a result, most implementations use some form of T-matching
only for uninterpreted terms. More details on this and on heuristics that are fairly
effective in practice can be found in [23, 67, 86].

More recent work has focused on identifying fragments of first-order logic mod-
ulo theories for which is it possible to produce complete, and in some cases also
terminating, quantifier-instantiation methods [73, 87, 147]. Some of this work [87]
is based on a general model-based quantifier instantiation approach where the SMT
solver maintains at all times (a finite representation of) a candidate model, a T -

16 A term or formula is ground if it contains no variables (although it may contain uninterpreted
constant symbols).
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model that satisfies the current set G of ground formulas. The solver uses the can-
didate model to focus instance generation on only a few ground instances falsified
by that model. Unless extending G with these instances makes G unsatisfiable, the
solver then constructs a new candidate model for the extended G, and repeats the
process until it is able to construct one that satisfies all quantified formulas as well.

A similar idea is used in the Inst-Gen calculus for first-order logic (with no the-
ories) [82]. New ground instances are generated based on a model for the ground
ones computed by an off-the-shelf SAT solver. A theorem prover based on this cal-
culus has been shown to be very effective [108]. The Inst-Gen calculus has been
extended to built-in theories [83]. However, implementing the extended calculus in
an efficient solver has proven elusive so far.

A recent and quite promising line of work on model-based instantiation focuses
on SMT formulas, all of whose quantifiers range over uninterpreted sorts [139, 140].
There, the solver tries to prove its input formula T-satisfiable by imposing finite
cardinality constraints on those sorts, identifying for each sort σ a set Uσ of ground
terms that enumerates the sort’s finite domain, and instantiating quantifiers with
these terms. The candidate model is used also to avoid exhaustive instantiation over
each Uσ by identifying, and ignoring, whole sets of instances that are equisatisfiable
with an already generated one.

Layered Theory Solvers Some theories T with a decidable constraint satisfiabil-
ity problem contain less expressive fragments whose constraint satisfiability prob-
lem can be decided by more efficient methods. For example, the theory of real
numbers includes a chain of increasingly larger and harder to decide fragments:
inequalities between variables, difference constraints, linear constraints, and non-
linear constraints. For these theories, one can design a layered T-solver consist-
ing of a sequence of subsolvers of decreasing performance but increasing gener-
ality [5, 31, 36, 57, 146]. In principle then, the solver can use the most efficient
subsolver that is able to process the conjunction of literals given as input.

In reality, inputs rarely fall neatly in one of the fragments in the sequence. So ab-
straction and refinement techniques, similar in spirit to those used in model check-
ing, must be used to take advantage of the faster subsolvers. Considering a non-
incremental theory solver, for simplicity, the layering mechanism works as follows.
The solver abstracts the literals in the input formula ψ as needed to get a formula
ψ ′ T-entailed by ψ and accepted by its most restricted subsolver. If that subsolver
determines ψ ′ to be T-unsatisfiable, the solver reports ψ to be T-unsatisfiable.17

Otherwise, it refines ψ ′ just enough for it to fall into the fragment processed by the
next more general subsolver, and sends it to that one, repeating the same process
until a subsolver finds the refined formula ψ ′ unsatisfiable or ψ ′ gets refined to ψ .

Incomplete Theory Solvers For some theories—such as the theories of arrays, lin-
ear integer arithmetic, algebraic datatypes, and finite sets—the constraint satisfiabil-
ity problem alone is NP-hard. To be refutationally complete then, a solver for one
of those theories T must perform internal search and case splitting. In a DPLL(T)

17 When a conflict set is required for ψ , it can be computed from one for ψ ′.
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setting, it is possible to use much simpler, albeit incomplete, T-solvers by delegating
all search and case splitting to the SAT engine, a module already designed to do that
efficiently.

The main idea, developed in the splitting on demand framework [11], is the
following. Any time the T-solver needs to do a case analysis to determine the T-
satisfiability of its input, it encodes the needed case split into a T-valid disjunction
of literals, a theory lemma in effect. Then, instead of returning a sat/unsat answer,
it returns the lemma demanding that the SAT engine process it—doing case splits
on it as it would do with any other lemma. When the engine adds a literal from the
lemma to its variable assignment, the literal will be asserted back to the T-solver,
letting it proceed with that choice. After that, the T-solver either manages to deter-
mine the satisfiability of the newly extended input set or repeats the process with a
new lemma. For termination, and overall completeness, there must be a finite upper
bound on the number of splitting demands a T-solver needs to make for any given
input before it is able to reply with sat or unsat. General sufficient conditions for
the correctness of splitting on demand are discussed in [11].

Although splitting on demand simplifies the construction of theory solvers, it
does not always provide the best performance. A discussion of this issue for real
arithmetic solvers can be found in [96].

7 Eager Encodings to SAT

An alternative to the lazy approach to SMT is one usually referred to as the eager
approach. It encompasses any technique that aims to fully reduce SMT problems
to propositional satisfiability (SAT) problems via some kind of encoding. More for-
mally, an eager SMT solver accepts a first-order formula ϕ in the signature of some
theory T , generates a propositional formula ψ that is propositionally satisfiable iff
ϕ is T-satisfiable, and then it feeds ψ to an off-the-shelf SAT solver.

Although the lazy approach is now predominant in SMT, mostly because of its
flexibility and generality, efficient eager solvers do exist for a number of important
theories. To give a sense of how some of them work, let us look at EUF.

Eager solvers for quantifier-free formulas in EUF can be constructed using Ack-
ermann’s reduction [1]. Suppose f is a unary function symbol (the generalization to
n-ary symbols is straightforward) in an input formula ϕ , and let { f (t1), . . . , f (tn)}
be the set of occurrences of f in ϕ . We introduce n new constant symbols f1, . . . , fn
and replace each f (ti) with fi in ϕ . Let ϕ ′ denote the result of this replacement.
Then the formula ϕ ′∧

∧n
i=1
∧n

j=i+1(ti = t j ⇒ fi = f j) is satisfiable in EUF iff ϕ is.
By repeating this process, all function symbols can be removed.18

To complete the eager translation, we must also remove all equality literals.
One way to do this is by introducing propositional variables and transitivity con-
straints [45]. Suppose ψ is an EUF formula with equalities but no function symbols.

18 A method due to Bryant can be used as an alternative that can sometimes be more efficient [41].
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Let S = {s1, . . . ,sm} be the set of all terms appearing in equalities. Let ψ ′ be the result
of replacing each equality si = s j or s j = si where i < j with a propositional variable
ei, j. Let G be an undirected graph on S with an edge between si and s j iff ei, j appears
in ψ ′. Let G′ be a chordal graph (no chord-free cycle of size 4 or more) obtained
from G by adding arbitrary chords within cycles of size 4 or more. For each triangle
(si,s j,sk), i.e., cycle of size 3 in G′ with i < j < k, we add the following transitivity
constraint to ψ ′: ((ei, j ∧ e j,k)⇒ ei,k)∧ ((ei, j ∧ ei,k)⇒ e j,k)∧ ((ei,k ∧ e j,k)⇒ ei, j).
The result is a propositional formula that is satisfiable iff ψ is satisfiable in EUF.
For additional details on and extensions to this algorithm, see [110].

Example 7. Consider again the EUF example Φ = { f ( f (a)) = a, f ( f ( f (a))) =
a, g(a) 6= g( f (a))}. After applying the Ackermann reduction, we have: { f2 =
a, f3 = a, g4 6= g5, a= f1⇒ f1 = f2, a= f2⇒ f1 = f3, f1 = f2⇒ f2 = f3, a= f1⇒
g4 = g5}. The graph G is already chordal and has 4 triangles: (a, f1, f2), (a, f1, f3),
(a, f2, f3), ( f1, f2, f3). Let a0 ≡ a and introduce the propositional terms ei, j accord-
ing to the subscripts. Also, let Bi, j,k be the transitivity constraint on ei, j, e j,k, ei,k in-
troduced above. The set {e0,2, e0,3, ¬e4,5, e0,1⇒ e1,2, e0,2⇒ e1,3, e1,2⇒ e2,3, e0,1⇒
e4,5, B0,1,2, B0,1,3, B0,2,3, B1,2,3} of propositional formulas is satisfiable iff Φ is sat-
isfiable. It is easy to see that this set is unsatisfiable: e0,2 and e0,3 must be true and
e4,5 must be false. The fifth constraint then implies that e1,3 must also be true. But
then B0,1,3 entails e0,1 which implies that e4,5 must be true, a contradiction.

The UCLID solver [43, 44, 113] uses these and other techniques to solve (ea-
gerly) problems specified in the CLU logic, a logic of Counter arithmetic with
Lambda expressions and Uninterpreted functions. Other eager approaches have
looked at small domain instantiations [134] and various fragments of arithmetic [148,
149]. As mentioned in Section 4.6, a common approach to construct solvers for the
theory of bit vectors is to apply some rewriting to the input formula followed by bit
blasting. This too is an instance of the eager approach.

8 Additional Functionalities of SMT Solvers

Arguably, the success of SMT solvers as embedded deductive reasoning engines is
due in large part to the emergence of additional functionalities well beyond the mere
checking of a formula’s T-satisfiability. These functionalities are used extensively
and with great benefit by tools such as model checkers, interactive provers, program
verifiers, test case generators and so on. We discuss a selection of them next.

Models In many applications it is useful not only to know that a formula is T-
satisfiable but also to obtain a witness of its T-satisfiability in the form of a T-
interpretation (in the sense of Section 1.1) satisfying the formula. Fully representing
first-order models such as T-interpretations finitarily, however, is challenging, when
possible at all. Hence SMT solvers usually return only partial information, in the
form of value assignments to selected symbols in the input formula. Furthermore,
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they restrict consideration only to models that permit a finitary representation of
these values.19 For instance, for the theory of arrays they only consider models that
interpret array variables as almost constant maps, unary functions mapping all their
inputs to the same value except for finitely many inputs. A similar restriction is
adopted for EUF in computing the interpretation of function symbols.

Even with these restrictions, returning models may require strictly more work
than just determining satisfiability. Depending on the theory, different approaches
are possible. One approach, followed for instance by the CVC3 solver [17], is first
to compute a partial model sufficient to establish the input formula’s satisfiability,
and then to do additional work as needed to extend that partial model to include val-
ues for symbols of interest (variables and function/predicate symbols) to the user.
Another approach, followed for instance by the solvers Yices and Z3, is to instru-
ment the theory solver to maintain some value for every symbol at all times, starting
with some default assignment, and modifying the assignment as needed until it be-
comes a satisfying one. Yet another approach, which is implemented in CVC4 and is
beneficial with quantified formulas whose quantifiers range only over uninterpreted
sorts, is to explicitly construct models that interpret those sorts as finite sets [139].

Proofs For most applications that utilize SMT solvers, it is important to have con-
fidence in their refutational soundness. Since proving the soundness of an SMT
solver is unrealistic, due to the complexity of such tools, a reasonable approach is
for the solver to accompany its unsat answers with a certificate that can be checked
independently with much simpler and more trustworthy tools. This certificate is in
general a proof of the input formula’s unsatisfiability, expressed as a proof term in
some suitable proof system.

With SMT solvers based on the lazy approach it is possible to produce proofs
with a two-tiered structure, consisting of a propositional skeleton filled with several
theory-specific subproofs. In these two-tiered proofs, the conclusion is reached by
means of propositional inferences applied to a set of input formulas and theory
lemmas. The latter are disjunctions of theory literals deduced from no assumptions,
using proof rules specific to the background theory in question. The propositional
skeleton is generated using techniques similar to those used by proof-producing
SAT solvers (e.g., [2, 9]). The proofs of the various lemmas used as hypotheses in
the propositional skeleton are produced typically using natural deduction inference
rules with theory specific axioms [27, 76, 85, 122].

A major challenge for the field is to devise a common proof system for proof-
producing SMT solvers. The wide diversity of theories and solving algorithms in
SMT makes it difficult to find a single proof system that is universally good. One
way to address this difficulty is to use a meta-language for specifying proof systems
for SMT [151]. The advantage of a meta-language solution is that one can build an
automatic proof checker generator that takes as input a proof system and generates
an efficient proof checker for that system [130].

19 These restrictions cause no a loss of generality with quantifier-free queries.
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Unsatisfiable Cores Most SMT solvers allow the user to inquire about the joint
T-satisfiability of a set of formulas. For T-unsatisfiable sets Φ , some solvers are
able to return a T-unsatisfiable core, a possibly minimal subset of Φ that is also T-
unsatisfiable. This functionality, which is useful in many applications, is patterned
after the analogous one offered at the propositional level by many modern SAT
solvers. Research on producing minimal or small T-unsatisfiable cores in SMT is
not as extensive as in SAT. Current methods either are inspired by similar ones in
the SAT literature or rely directly on propositional technology. Following Barrett et
al.’s terminology [12], we can identify three main approaches.

In the proof-based approach, adopted by proof-producing SMT solvers such as
CVC3 and MathSAT, a T-unsatisfiable core is extracted from the produced proof of
unsatisfiability simply by collecting all the formulas of Φ that appear as premises in
the proof. The size of the returned core depends on the sophistication of the proof-
generation mechanism in producing compact proofs. This approach requires only
a small additional implementation effort but incurs the (heavy) cost of producing a
proof, even when none is requested.

In the assumption-based approach, implemented in Yices and applicable to any
DPLL(T)-style solver, the input set Φ = {ϕ1, . . . , ϕn} is internally converted into
the equisatisfiable set {p1 ⇒ ϕ1, . . . , pn ⇒ ϕn, p1, . . . , pn} where each pi is a
fresh propositional symbol. Then, the same conflict analysis mechanism used by
the DPLL engine can be used to identify a subset of {p1, . . . , pn} that caused the
last conflict. The returned T-unsatisfiable core consists of the corresponding ϕi’s.

In the lemma-lifting approach [54], implemented in more recent versions of
MathSAT, one uses the fact that a DPLL(T) solver will discover the T-unsatisfiability
of Φ by adding theory lemmas until Φ becomes propositionally unsatisfiable. Once
the DPLL engine detects that, any external propositional core extractor can be used
to produce an unsatisfiable core C for the propositional abstraction {ϕa | ϕ ∈Φ} of
the extended Φ . The returned T-unsatisfiable core consists then of {ϕ | ϕa ∈C}, the
formulas of Φ whose abstraction is in C.

Interpolants A fundamental result in model theory due to Craig [58] asserts the
existence of an interpolant for every pair of first-order formulas A and B such that
A |=B. This is a formula I written using only logical symbols and symbols occurring
in both A and B such that A |= I and I |= B. Analogues of this result, expressed in
terms of unsatisfiability instead of entailment, hold for a variety of logics and logic
fragments. In the SMT case, the result states that for all first-order theories T and
formulas A,B such that A,B |=T ⊥, there is a formula I using only logical symbols,
symbols of T and symbols occurring in both A and B such that A |=T I and I,B |=T ⊥.

Starting with the seminal work by McMillan [118], interpolants have found a
number of practical uses in model checking (see Chap. 14A). Applications involve
the computation of interpolants in propositional logic or in logics with (combina-
tions of) theories such as the theory of equality, linear rational arithmetic, arrays,
and finite sets [52, 103, 120, 159].

In propositional logic, interpolants can be computed from resolution proofs using
a simple method due to Pudlák [136]. For theories T with the quantifier-free inter-
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polation property, which guarantees the existence of quantifier-free interpolants for
any T-unsatisfiable pair A,B of quantifier-free formulas, interpolants can be com-
puted using SMT techniques. In many cases, it is possible to produce interpolants ef-
ficiently by modifying existing theory solvers in relatively minor ways [52, 78, 142].

Under fairly general conditions, the generation of theory interpolants for sets of
literals can be extended modularly to (i) sets of arbitrary quantifier-free formulas
and (ii) combinations of theories (each with the quantifier-free interpolation prop-
erty), thanks to a method by Yorsh and Musuvathi [159]. This allows one to turn an
SMT solver into an interpolant generator. The first extension is possible with SMT
solvers that produce the sort of two-tiered proofs mentioned earlier in this section,
and relies on an adaptation Pudlák’s method to deal with the proof’s propositional
skeleton. The second extension additionally requires each component theory T to be
equality-interpolating: whenever A,B |=T r = t where r is a term occurring in A and
T a term occurring in B, it is possible to compute a term s in the language shared by
A and B such that A,B |=T r = s∧ s = t. A further, and related, requirement is that
the unsatisfiability proof from which to extract the interpolant contain no AB-mixed
literals, literals with symbols occurring only in A and symbols occurring only in
B. Unfortunately, typical SMT solvers do not guarantee the absence of AB-mixed
literals from their proofs.20 Initial implementations of the Yorsh-Musuvathi method
imposed restrictions on solver search strategies in order to produce proofs of a cer-
tain shape from which it is possible to extract interpolants even in the presence of
AB-mixed literals [52]. In later work, these restrictions, and their potential perfor-
mance penalty, have been increasingly and considerably reduced by relying on a
certain amount of proof post-processing [39, 53, 94] or by considering only certain
classes of theories [50].
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